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Although user interfaces represent an essential pan of software systems, the Unified
Modeling Language (ML} is a visual language for modeling soltware application.
We can use standard UML to modcel important aspects of user interfaces.

This thesis presents two ideas. the first is user interface modelling using UML and the
second is generating user interface protolypes from scenarios using UML. The case
study of this thesis is Library System. This case study ideniifies a set of UML
constructors that may be used to model and generate Uls, and identilies some aspecis

of Uls that cannot be medelled using UM, notation.
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An ActlivatableUIFunctionality is a GUI element that can be activaled,
ALGAE

A Language for Generating Asynchronous Eveni handlers
APM
< <gpnt> > stereotype identities the Abstracl Presentation Model classes.
CPM
<<gpm>> stereolype identifies the Concrete Presentation Model classes.
CTS

Collaboration diagram-1o-State diagram transformation algorithm.

B
praph Block
&T
Graph of Transition
L
Graphical User Interface
GUT Layoar
Sizing and positioning GUI elements 1o form a functional, visually attractive
IDE
Integrated Development Environment, a seftware development toel that
includes at least an editor, a compiler and a debugger 2
JFC
Java Foundation Classes
JVM
Java Virtual Machine screen.
MB-1HDES

Model-Based User Interface Development Environments.
MEC
Microsoft Foundation Classes
Muockup
A no- interactive, high-fidelity representation of & Gul
OCL
Object Constraint Language: used to specify constrainis and operations in
UML models
oMG
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Object Management Group, hitpefwww.omg.org

"Object-oricnied analysis is a method of analvsis that examines requirements
from the perspective of the classes and objects found in the vocabulary of the

problem domain.”4

"Object-oriented design is a method of design encompassing the process of
objuct-oriented decomposition and a notation for depicting both logical and

physical as well as static and dynamic models of the system under design."5

"Object-oriented programming is a method of implementation in which
programs are organized as cooperalive collections of objects, each of which
represent an instance of some class, and whose classes are all members of a

hicrarchy ol elasses untiled via inheritance relationships.™6

Structured Query Lanpuage

Srarie Ut Functionality

A StaticLiFunctionality displays a screen element without providing behavior

ot interaction.

Stereo Tipe

{/I1B

IMS

An extensibility mechanisms that can be used ta extend UMI. 1o new domains.

User Interface Block .

User [nterface Managemenl System



Chapter One

Introduction

Numerous tendencies have forrned the UML 10 what it is today, improving on many
fields 10 model all importam aspects of software systems. These aspects are reflected in the
diagrams UML provides for modeling. Judging from these, aspects covered are classes. use
cases, components, deployment. internal states of the sofiware, activitics, timing,
sequences, and collaboration. Obviously, presentation is not one of them. Does it mean
presentation is not an impernant part of software? User interfaces are valued to the users of
a soflware system; 1t 35 the only part of the system that is visible 10 the users. The UML
simply fails to take this into account by not providing the methods for modelling user
interfaces. How can a model be complete if it ignores an aspeel as imporant as user
interfaces?

User interfaces consist of their visual representation (the lavout) and the interaction they
permit. UML provides diagrams for medeling imeraction, and they can be applied 1o the
interaction within user interfaces nicely. But UMI. does nol provide a diagram for
modeling the layout of user interfaces, which is especially impenant for graphical user
interfaces (GUIs), because their graphical nature allows for more diversified designs. UML
provides extensibility mechanisms that can be used to extend UMILL 1o new domains,

This thesis presents two ideas, the [irst is user interface modelling using UM and the
second 1s generaling user inlerface profotypes from scenarios using UML. The case study
of this thesis is Library Svstem. This case study identifies a set of UM constructors that
may be used to model and generate Uls, and identifies some aspects of Uls that cannot be
modelled using UML notation.

The remainder of this thesis is structured as follows; fa chapier one, we will intreduce
some basic facts for reasons for choasing rescarch arca, what is a UML and why do we use
UML? What is a user interface? User interface programming methods and type of users,

After the basics, in chupter two, we will perform a detailed analysis of the case study

{library system), see how it is structured into UML diagrams, and which diagrams are used
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for domain model, task model, abstract presentation model, concrete presentation model
and lastly, how to put all these diagrams together in one model?

In chapter three, generating user interface prototype from scenarios, we show how we
suggest an approach for requirements engineering supporting the Unified Modeling
Language (UML). The approach provides a five activitics process for deriving a prototype
of the Ul from scenarios and generating a formal specification of the applicalion. Scenarios
are acquired in the form of UML collaberation diagrams and enriched with Ul information.
These diagrams arc transformed into the UML State chart specifications of all the ohjects
involved. The prototype is embedded in a Ul builder environment for further refinement.

Finally. chapter four, we summarized our results and give outlooks of future work in this

dlcd,
1.1 Reasons for choosing research area:

¢ Programmers are otten encouraged not to do user interfaces. In large sottware
companies, interface designs are ofien done by specialists, usually user interface
designers or graphic designers.

s User interface design is not part of most computer science curricula, ner 15 it a
promincnt topic in Mosl programmers’ magazines.

s Many books about user interface deston are 100 acadernic to be useful. and focused

on the theoretical, not the practical.

1.2 The aim

¢ To present a suminarized description of a comprehensive Ul modelling case study
using UML.,

s This case study has the purpose of identifying commen U modelling problems
when using UMLL.

o Identifying o set of UMIL constructors and diagrams that may be used by application

developers to design Uls,
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1.3 Related work

Many proposals have been made for models that support the design of Ul elements.
using several different netations. For instance, there is research concerning the design of
user tasks, as in Kirwan and Ainsworth [18] and io Johnson [17]. Morcover, there are
several proposals for designing Uls using declarative models, as described in Grilliths [8]
and Szckely [30]. Therelore, it would be best not to have o invent new modelling
constructs for the UT H existing ones, which can be used effectively.

A number of methods have been suggested for deriving the Ul from specifications of the
application domain. Typically, daw attributes serve as input for the selection of interaction
objects according to miles based on style guidelines such as CUA (Common User Access)
[14]. Such methods include the Genius, Janus, and TRIDENT approaches. [n Gesnins [16].
the application domain is captured in data models that are extended entity-relationship

models.
1.4 Whatis UML?

In the field of sofiware enginecring. the Unified Modcling Language (UML) 15 a
standardized specification language for object modeling. UMI. is a general-purpose
modeling language that includes a graphical notation used to create an abstract model of a
system, referred to as a UME model. UML 15 not restricted to modeling sofiware. UML is
also used for business process modeling, systems enginecring modeling and representing
organizativnal structures. UML is extensible, offenng the following mwechanisms for

customization; profiles and stereotype. |25]

1.5 Why UML?

UML supports a rich set of graphical notation clements. [t describes the notation for
classes. components, nodes, activities, work flow. logical, use—cases, objects. states and
how 1o model relationships betwecn these clements. UMI alse supports the notion of
custom extensions through stereotyped clements. The UML provides signiticant benefits 1o
soflware cngineers and organizations by helping to build rigorous. traceable and

maintainable models, which support the lull software development lileeyele. [25]



14

1.6 WWhat is a user interface?

In the past, applications were supplied with their own proprictary user interfaces built in
some low level programming langnage with 2 unique "look and fecl”. While this is still the
case, system intcgrators and end user have begun to use high level, object-oricnted
development environments {GUI's) such as Visual Basic and PowerBuilder to customize
application interfaces and to provide a more common look and feel. These high volume
programming environments alse will make it much easier to create multiapplication

interfaces {or specific clusses of users. [20]
1.7 Types of Users

Because of the user's skill level, is a primary facior determining how the user will interact
with our program. understanding users' skill level plays a significant role in our user
interface design. This section explores the different types of users, how their different skill
levels result in different mterface designs. [20]

s  Beginning {sers

Heginning users are determined largely by how much they know about Windows
alone. And beginning users don't know much. [1 means that certain user interface
features are probably inappropriate for them. Luckily for user interface designers, while
all users start out as beginners, few of them stay lor long o5 beginners, with more and
more expericnce with Windows, beginning uscrs quickly become intermediate users.
o fmrermediate Users

Intermediate users understand how to use the standard leatures of Windows fairly
well. They understand more subtle details, but they do not understand all of them. Users
often become advanced users.
»  Advanced Users

Like intermediatc users, advanced ones understand almost all of the standard
Windows user interface features. Advanced users understand most of the functionaltity

of your program and they want to get their work done as quickly as possible.



1.8 User interface programming methods

Originally people programmed computers in binary machine code. Later assembly
language was a big revolution. People could write programs using mnemonics instead of
strings of zeros and ones. Soon after programming languages came and compilers, scripting
langnages and interpreters, visual language and visual builders and finally markup
languages and reindeers. 1ligh-level programming languages gave programmers more time
to think about other aspects of software development, such as the user interface; senpting
languages allowed greater portability and flexibility in software: visual languages removed
the need to memorize the language vocabulary; and finally, markup languages reduced the
expertise needed 1o develop user interfaces and preserve information, The next section

looks at the advaniages and disadvantages of each method.
1.8.1 Low-level Programming

Low-level interface programming was the first method programmers used to create
interfaces. Most or all of the code is writien in assembly and used the instructional
machines. The problem with assembly programming is that it is platform-specific and
porting to new platforms requires a complete redesign of the applications, because cach
platform has its own instructional machine set. On the plus side. assembly programs are
extremely fast and compact and do not require a compiler. Currently. low-level interfuce
programming is mainly used for highly interactive applications, such as pames, where

response time is morc important than portability.
1.8.2 High-Leve! Programming

One of the most popular ways 1o build user interfaces for applications is with a high-
level languape or with a visual designer. High-leve! programming is powertul and provides
the programumer with a lot of control over details in the design and it requires significam
programming experience. The most popular high-level Janguages are C/C+H, Java, and

Visual Basic,
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1.8.3 Scripting Languages

Markup languages are not “functionally complete.” They lack some imporant
programming features such as conditional statements. loops and functions. Scnipting
languages provide a nige complement to markup languages and the combination of the two
provides the functionality needed so as to build most applications. However, the power and
sophistication of scripling languages has improved dramatically in recemt years. The
tremendousness increases in both computer speed and memory slorage makes it possible to
use them for a much broader range ol applications than was previously passible. Scripting

languages are alsc easier for non-computer persens to learn. [28]
1.8.4 Toolkit Programming

Toolkit programming uses object-oricnied techniques to raise the level of abstraction in
building user interfaces. Programmers build the interface in a high-level propramming or
scripting language by using widgets [rom a particular toolkit set. Widgets are high-level
objects (¢.g. butions). The major advantage of toolkil programming is the ability (o hide all
the low-Jevel details (e.g.. drawing the widget on the screen} and handling low-level events
{e.g., keyboard interrupis) from the programmer. Some of the most popular toolkits are
Microsolt Foundation Classes (MEC) used in MS-Windows and the Motif toolkit used in
X-Windows. When Sun designed the Java language, it aiso designed a new toolkit (Java
Foundation Classes, or JFC). Each toolkil is trying 10 solve a different problem: portability,

easy of use, looks, more features and so on. [22]
1.8.5 ¥Yisual Programming

Visual programming is like toolkit programming, but instecad of wniting code the
programmer uses direet manipulation to design the interface. Visual builders allow the
programmer to drag-and-drop widgets into a design area and then specify the events by
writing code in some high-level programming or scripting language. For simple interfaces.
visual programming is fuster than tolkit programming; it is used for simple interfaces and

quick prototyping.
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1.8.6 Markup Langnages

A markup description is higher than toolkit programming in the user interface
abstraction. With the advent of the Web, markup languages are now used to describe and
preserve user interfaces. They provide high degrees of portabitity and this allows cross
platform user interfaces 10 be distributed over the Intemnet. Markup languages requre little
programming experience and they are usable by novice programmers, An example of

markup languages for user interfaces is eXiensible Markup Language (XML). [Y]
1.8.7 Hybrid Programming

Java Applets f HTML
An applet is a specia! program written in the Java programming language that can be

included in an HTML page.

Perl / CGI/HTML
The combination of the three {HTMI. is for the user interface, Common Gateway
Interface (CGI} for the communication, and Perl-scripts for the backend) is a popular

combination for Web-based applications.

VBScript f ASP fHTML
Active Server Pages (A5} is a server based on seripting language that is used to build

database driven Websites, where the browser may have no scripting at all.
1.9 Specification Formats

Programming user interfaces at the toolkit level is guite difficult [21]. One way to make the
user interfase production process easier is with high-level 1ools. These wols aid the user
interface production at various stages. Al design lime the tool lets the user interface
designer creates the interface. This can be done with a graphical editor that can lay out the
interface or a compiler thal can process a textual specification. At run-time the tool
manages the user interface and monitors the interaction with the end-user (the term “User
interface Management System™ or UIMS is also used for this kind of tools). This usual

contains a toolkit, but may also include other software that measures the performance of the



20

interface or other administrative work. Finally, at after-run-time the tool can help with the
cvaluation and debugging of the interface. Due to the lack of good user inlerface metrics,
few tools provide support for aller-run-time help.

There are several ways to classify high-level user interface tools, One way 15 by how the
interface designer specifies what the interface should be [21]. As Figure 1.1 shows, some
tools reguire the programmer o program in a speeial purpese language, some provide an
application lramework to guide the programming, some automatically generate the
interface from a high-level model or specification, and others allow the interface 1o be

designed interactively. Following is a more detail description of each category.

Specification Format

I
l l l

. Interactive Graphical
Application Model-Based Langusge Based
Frameworks Geperation

Specification

State Transition Sereen
Networks Serapers
Context -Free Yisual
Grammars Programming
Constraint Dalabase
Languapes Lnierfaces
Event Declarative
Languages Languages

Figure 1.1: Uscr Interface Specification Formats
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1.9.1 Application Frameworks

Most windowing systems provide a low-level toolkit for building powerful and
sophisticated user interfaces {e.g. XLib for X-Windows} [12]). These tcolkits provide
routines for controlling line-drawing, pixel coloring, cursor movement, and other low-level
aperations. Although necessary for some classes of imerfaces, programming at this level 1s
very difficult and requires knowledge of the underlying platform. Also, building interfaces
that conform o the platforn style guidelines {i.e., look-und-feel) 15 also difficult, Today
there are many frameworks to help with the development of user interfaces. The Microsefi
Foundation Classes {MFC) for Windows and the CodeWarrior PowerPlant for the
Macintosh are some examples. Some frameworks span muliple platforms providing a way
10 enforce the same look-and-feel on multiple platforms. For example. the Java Foundation
Classes (JFC) provides that same lock-and-feel on any platformn that has a Java Virual
Machine (JYM) implementation. JFC poes one step further in that it provides a way 1o
separate the look-and-feel from the implementation. Accordingly, you can create a custom

lock-and-feel and enforce it for all applications on all plaiforms.
1.9.2 Maodel-Based Generation

All interizee gencration tools are faced with a trade off between giving designers control over
an interface design and providing a high level of automation [31]. On one hand, piving
extensive control forces designers to program by hand all the details of the design. In this
case, the designer must be an expert in interface design and the interface is costly to build.
Automating significant portions of the inerface design. On the other hand, removes the
power from the designers. allowing them 10 control only a few details. This is preferred for
applications where fow resources are available for building and maintaining the intcrface
code (e.2., ong person job). Automation can generate cheap yet complete and consistenl user

intertaces.
1,9.3 Intcractive Specification

Creating a good user inlerface requires good artistic skills. The problem 1s that graphic

designers and user interface specialists (the people who should be designing  user
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interfaces) are not geperally good programmers. Interactive specification (also called direct
manipulation) programming enables users 10 graphically manipulate the user interface parts
{and their propertics) by placing objects on the screen and organize them using a poinling
device, The system then generates the appropriate code thus limiting the amount of
programming required.

Direct manipulation tools can be subdivided into four categories:[12]

1. Prototyping lools,

2. Wirzard (sequence of cards) tools,

3. Interface builders, and

4. Graphical edilors.

The prototyping tools allow the designer 1o quickly mock up how the interface looks for
cerlain scenarios but cannot create the real user interface. These 1ools are different from
“rapid prototyping” tools that can create workable uscr interfaces.

The wizard foels are tools for developing user imerfaces that exhibit sequential behavior.
The user traverses & sequence of screens {also known as cards, frame, or forms) and the
final screen shows the result. Each screen contains a set of widgets, which can be static
(fixed set of widgets) or dynamic (set of widgets depends on previous responses {rom the
user). The wizard tools usually allow the designer to create both static serecns (each screen
individually) and dynamic screens {using a template with embedded seripts),

Interfuce builders allow the designer (o build the interface using dircct manipulation, The
user selects a widget from the list of available widgets (associated with a particular toolkit)
and places them on a drawing arca using a pointing device, The system then genermes code
that is compiled with the rest of the application. An example of an interface builder 1s
(Visual Studic) from Microsoft, which provides a graphical tool to generate a user interface
and then compile it with the actual application {writien in C++, Visual Basic, or Java).

In the end, graphical editers arc specialized tools for dala visualization applications.
Although similar to interface builders, they include custom widgets for sophisticated
operations {such as simulations, process conlrol, syslem monitoring, network management,

and data analysis).
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1.9.4 User Interface Language Based Specification

From the beginning most user inmerface tools provided a special-purpose language for the
designer to specify the user interface. Many different 1ypes of languages were developed

with each language taking a different form, such as:
s Stute I'ransition Networks
¢ Cuntext-Free Grammars

s Constraints

Event-Based

Database Queries

Screen Scrapers

Visual Programming

Declarative Languages

For detailed information concerned every kind, go back to references [12], [27].



Chapter Two
User Interface Modelling With UML

In this chapter, the case study clanfies user interface modehing by ustng UMT,. Numcrous
tendencies have formed the UML to what it is today, improving on many fields to model all
important aspects of sollware systems. These aspects are reflected in the diagrams UML
provides for modeling. Judging from these, aspects covered are classes, use cases,
components, activities, sequences, collaboration and finaliy the package. Presentation is not
one of them, because UML does not provide a diagram for modeling the layout of user
interfaces, UML provides extensibility mechanisms that can be used to extend UML to new

domains. This will be explained in this chapter.

2.1 Case Study: The Library System
In this scction, we explain a simple case study of a library system to illustraie the
problems that faced during the modeling of user interface.

In the Unified Modeling Language (UML). one of the key tools for behavior modeling is
the Use Care model. The key concepts associated with the use case model are acters and
use cases. The users and any other syslems that may interact with the system are
represented as actors. The required behavior of the system is specified by one or more uscs
cases, wishes are defined according to the needs of the actors. Each use case specifies some
behavior, possibly including vaniants that the system can perform in collaboration with onc
OF MOTE ACLOTE,

Use case model is intended to be used in carly stages of the system analysis in order Lo

specify the system funciionality. as an external view af the system.
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Figure 2.1: the use case diagram

We noticed from use case diagram in Figure 2.1, that there are two actors, they are
Librarian and Borrower. When the Librarian succeeds to inter the system, it can perform
the following functions:

s Manage Book (add, update and remove book records}),
» Manage User (add, update and remove user records}).
s Borrow Book.

s Return Book.

e ListReservationBooks.

Also from the diagram in Figure 2.1, there arc some functions are performed by both
Librarian and Borrower:

s List the books borrowed by a library user.
«  Seurch Book.

s Browse Book.

s Check the availability of a book.

The use case CoflectBook, associated with <<aclor>> Borrower, is modeled to represent
a task performed by Barrowers, although it is not implemented 1n the Library System. For

this reason. the use case CollectBook does not have a <<communicales™> stereotype

anached to il
The Library System must ensure that Borrower does speeial functions of borrowers and

Librarian does only special functions of librarian.
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2.2 Domain Modelling

Classes and objecls modeling the entitics of a system are elements of the domain.
Therefore the domain models descnbe the properties of classes and objects of the domain.
From the use case diagram in Figure 2.1 and the system specification not entirely described
in this research, we obtained the design of the domain modet represented by the class
diagram shown in Figure 2.2. This class diagram is composed of the following <<entity>>
classes: Library, User, Librarian, Borrower, ook and copy.

»  The Library cfass: has a list of all the books and all the users of a library. I also
provides find operations for the User, Book. and Copy classes.

» The Uiser class: represents people who lend comes of bocks from the hbrary, and
therefore they have a list of borrowed copies and 2 list of copics that are waiting 10
be picked up by the user (reserved copies).

*  The Book ¢lass; represents the data thal 1s commen to all copics of the book like
title and author... elc, Instances of this class also provide a list of all copies of the
represented book and a list of users that are waiting for a copy of this book ta
become available {association “reservation List™). )

» Each instance of the Copy class: represents a single copy of a book that 15 available

in the library and thus there is a simple association to the Book class.

The borrowBook and returnBook methods of class Library both expect a user and a copy
as arguments and are used 10 indicate that the given user borrows or returns the given copy,
The <<entity>> stercotype, <<control>> stereolype and <<boundary>> siereotype are
used throughout this research, they were introduced by Jabeobson in his Object-Orniented

Saftware Engineering [15] and incorporated hy UML:
s The <<entity>> stereotype identifics classes and class instances that model things
or objects that exist in their own right.
e The <<controf>> stereolype identifies classes and class instances that perform
system behavior.
s The <<boundary>> stereotype identifies classes and class instances that handle

the interaction between system uscrs and systems.
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Figure 2.2: The domain model

2.3 Task Modelling

Indeed, both of use case and activities in LUML represent the task's notation. We can elicit
user interface functionalitics required 10 allow users achiceve their goals by using the use
cases and their scenarios, [n addition, to be able to identify possible ways to perform
actions that support the funclionalitics elicited wsing use cascs, we can usc the using
activitics. Thercfore, mapping use cases inte top-level activitics can help describe a set off

interface functionalities similar to that des¢nbed by task models.

The Borrowlook, Returaliook, Searchliook, ManageUser and ManageBook use cases in
Figure 2.1 shows that the Librarian can perform borrowing, returning, managing the books
and managing users. The same usc case dizgram shows that the SearchBoek and
Browsefouk use cases shows that both of the Librarian and Berrower can search and
browse a hook. Howoever, both of the librarians and borrowers must be logged to perform
the functions for them. Using UML terminology this means that the actor Librarian use the
BorrowBuok, ReturnBuook, ManageUser, MunageBook, ScarchBook and BrowseBooks use
cases, the actor Borrower use the SearchBook and BrweseBooks use cases, if they
previously used the LewinfoSystem use case. n fact both of the librarian and the borrower
are used JoginToSystem. With out it they can not enter 10 the system. The same use case
diagram shows that, the ReservationBeok use case extends the SearchBook and

BrowseBouks use cases, but it does not explain how this extension happens,
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The use case model i3 intended to be used in early stages ol the system analysis in arder
to specify the system functicnality, as an cxternal view of the system. but they do not
provide contrel flow information related 1o tasks and do not provide some features ofien
associated with user requirements, like goals, pre-condition and post-condition, which may
help the design stape. Therefore the activily diagram is required. The activity diagram in
Figure 2.3 shows how a [ibrarian can inicract with the user interfzee of the Library
Systemn. The activity diagram shows that after logging into the system, a Librarian needs to
select one of the following opuions: horrowing book, returning book, munaging ser,

managing book, searching for a book or guif the interaction with the application.
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Figure 2.3: A view of the task model for Librarian.
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While the activity diagram in Figure 2.4 shows the Berrower after logging into the system,
he needs o select one of the lollowing options: Searching for a hook. Browsing the books,

Display a list of the borrowed books or Cuitting the interaction with the application.

Furthermore, the borrowing operation performed through Search or Browse operation,
then we know it the book is available, afier that ReservationBBook operation is exccuted this

15 a requisition of borrowing.

— }qi ._.L—r)

Logm
X Nalnge Fumctind )

Figure 2.4; A view of the task model for Borrower.

Activity diagrams show the procedural flow of control between two or more class objects
while processing an activity, Activity diagrams can be used to model higher-level process
and also 1o model low-level internal process. For that we can decompose for some activities
to give more details about the behavior of system. Therefore in my research, the activities
BorrowBook and Manage User of Figure 2.3 can be explained more precisely by an
additional activity diagrams as shown in Figure 2.3, 2.6(a) and 2.6(b) respectively. And so
the activity Browse book of Figure 2.4 can be explained more preeisely by an additional

activity diagram as shown in Figure 2.7.
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2.4 Modelling interaction objects

A user inleracls with a systemy through interaction objects. Interaction objects are
commonly classified as either ahstract or concrete [19]. We can represent important
features of both concrete and absiract presentations using standard UML class diagrams.
Additionally, we can describe interaction objects’ associated behavior using standard UML
sequence diagram, However, UML provides special visualizations for absiract presentation
madels. UML interface diagrams are cssentially UML class diagrams that clarily the
purpose of individual abstract components and the containment relationships between

different componcnts.

2.5 Relationships between models in UML

We use object {lows in activity diagrams to describe how 1o use class instances to perform
actions in actionable states. In fact, by using object flows, we can incorpoerate the notion of
state into sequence diagrams that are primanly used for modelling behavior. In UML. we
can also use object Hlows 1o describe how to use interaction class instances. UML specifies
categorics of object flow slates specific to interaction objects [2]:

*  The <<interacts>> object flows relate primitive interaction objects to aclion states.

They indicate that associated action states are responsible for interactions in which
users invoke object operations or visualize the results of object operations.

=  The <<presents>> object flows relate FreeContainers to activities and specify that

the associated FreeContainers should be visible while the achivaties are active,

» The <<confirms>> object flows relate Actionlnvokers to selection siates and

specify that selection states have finished normally.

» The <<cancels>> ohject flows relate Actionlnvokers to composite activities or
selection states and specify that activities or selection states have not finished
normally and that the application flow of control should be rerouted to a previous
state.

»  The <<aclivates>> object flows relate Actionlnvokers to other activitics, thereby

triggering the associated activities that start when an event occurs.
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2.6 Moaodeling user interfaces in UML

Because we can model absiract and conerete interaction objects using class diagrams, no
particular need seems 10 exist o extend UUML's represemiational fucilities w describe
interface components. However, class diagrams don’t necessarily provide an intuitive
interface representation. UML provides an alternative diagram notation for describing
abstract  interaction objects. UML's user interface diagram consists of five
constructors [7]:

o The FreeContainers or AbstractForm i3 a top-level interaction class that no other
interaction class can include.

o The Containers is a mechanism that groups interaction classes other than
FreeContainers.

o The StaticDisplay category is related to those components that just provide some
visual information, such as labels.

o The Actionfnvoker category is related 10 those components thal can receive system
cvents that are propagated as system operations, such as butions. Actiorinvokers
receives direct instructions from users

o The InteractionControl category is relaled to those components that can receive
system events that normally model user options concerning navigation through the
UL such as menus.

»  Inputrers receive information from users.
»  Editors facilitate provide twe-ways to exchange the information,
»  Displayers send informatien to the users.
Bodart and Vanderdoncki [2] provide a more precise discussion of the categerization of

abstract companents.

2.7 Abstract Presentation Modelling

Presentation models Classes and objects responsible for the visual appearance of user
imerfaces are structural elements, interaction objects are usually called widgess.
Presentation models are structura! models describing propertics of widgets and their

classes. Interaction objects can be concrete interaction objects (C1Os) and abstract
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interaction objects (ATOs). The CIOs are the widgets that compose the U The AIOs are
abstractions of these widgets thal describe if interaction objects are used for data input
{(irpurter). data outpul {displayver) or both (editor) in presentation models.
In the abstmct presentation model, we do not need a detailed model of the Ui

presentation, hut enly [3]:

e T'o know what kind of compeonents compose the UL

+ How many components there are.

s  How may they be grouped?

s Know which operations these Ul elements should have, Therefore, we need an

abstract presepiation model.

The modeling of a user successfully logging into the Library Svstem, regular borrow
book, successfully search book. regular browse beooks and regular manage user into the

Library Svstem, can be used (o exemplify the use of an abstract presentation model.

Login to the Library Syvsiem
Login Ay —— — Specily eonneciion info
¢} Librarian Login [ |
() Bomower Password [ |
41,9 CANCEL

Figure 2.8: the display of the Logintif

'The LoginUi object presents to the user a login user interface, requesting a login name
and a password. This user interface can be something like the form shown in Figure 2.8,
which is net a UML diagram. However, it would be good 1o have & notation that allows
designers 1o specily widgets and their layout or to abstract over such details, should they

choose to do so.
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Figure 2.9; The display of the Borrow 8ok Uf

The BorrowBook{/! object presents to the user a loan user interface as the form in the
Figure 2.9, this form request a user identification and document ident fication, then

displaying a name. an address, a phone number, a title, an author, a status and a due date.

SearchBook /T
Book ID | ]
Author | ]
Title | |
Results
Search Cancel

Figurc 2.10: The display of the SearchBookUT

The SecrchBopkt] object presents to the user @ scarch user interface as in igure 2,10,
which requesting book identification, author, title or a combination ol these, and then

displaying the result.
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BrowseBook(i}]
Category | 1]
Author | ]
Title [ ]
Resolts
Browse Cancel

Figure 2.11: The display of the BrowseBookUf
The BrwoseBookUI object presents to the user a browse book user interface as the form

in the Figure 2.11, this form requesting specific the category of the book. author, title or a
combination of these, or without them all. and then displaying a result.

Mangeeliseril}

User identification | ]

Wame [ |

Address [ ;

Phione number [ ]

Enter Add relete Caneel

Figure 2.12: The display of the Managelisert/i

The MunageUsert/l object presents to the user the additional or the removed user
interlace, which requesiing a user identification, a name, an address and a phone number,

this is an additional case. But in the deleting case, user identification will be requested .This

user interface can be something like the form shown in Figure 2.12.
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Figures 2.8, 2.9, 2,10, 2.11, 2.12 are not a UML diagram since UML does not specify any
notation for designing presentztions. [n fact, we arce not claiming that UMIL. should have a
U1 mock up notation that can lead 10 an ecarly commitment in terms of Ul Jayou and
component selection. However, we argue that UML needs a notation that can describe
better the structure of abstract user interfaces than class and object diagrams. In lact, such
notation could be used early in the Ul design even to support the task design using activity
diagrams,

We can descnbe interaction objects’ associated behavior using standard UMLL sequence
diggram, deseription of how UML constructs can be used to model I presentations 1s

presented in the next section.

2.7.1  Abstract Presentation Structure

The abstract presentation model (APM) in Figure 2.13 provides a gencric description of
classes and their relationships used to represent abstract widgets. There the APM has a top-
level container: which are the <<apm>> FreeContainer (Abstractform) and the Container
are defined in section 2.5, All the struciural elements of the L] presentation are represcnted
by (he abstract component JnferactionCluss. The dctionfmvoker sub-catcpory  of
fiteractionClays., The PrimitivelnteractionClass sub-category of feferactionClass can be

further specialized into Displayer, inputter and Ediior.
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Figure 2.13: The abstracet presentation model.

An object diagram of the class diagram in Figure 2.13 of the user interface Joginlif is
described by the model shown in Figure 2.14. The compose is the name beiween
AbstractComponents and AbstractContainers, while the integrate is representing the links

between Lwo instances of AbstractContainers.
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Figure 2.14: The abstract model of the LoginUT
An object diagram of the class diagram in Figure 2.13 of the user interface BorrowBoakUlf
15 described by the model shown in Figure 2.15.
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Figure 2.15: The abstract model of the BorrowBook Ul
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An object diagram of the class diagram in Figure 2.13 concemed the user interface
SearchBooklil s deseribed by the model shown in Figure 2.16.
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Figure 2.16: The abstract modcl of the SearchBook Ul

An object diagram of the class diagram in Figure 2,13 of the user interface

Browse Books U] is described by the mode! shown in Figure 2.17.
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Figurc 2.17: The abstract model of the BrowseRook U]

An object diagram of the class diagram in Figure 2.13 of the user interface

Manage User Ul is described by the model shown in Figure 2.18.
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Figure 2.18: The abstract model of the ManageUserd/f

2.7.2  Abstract Presentation Behaviour

A five operations are defined in the APM in Figure (2.13): showForm{}, getData(),
setDataf), vendConfirm{) and sendCancelf). These are the abstract operanons of Ul

presentation elements that should be implemented hy (widgets) <<boundury>> vbjucts.

s showForm() specify that the FreeContainer is a presentation unit. This means thal
the widgets directly contained by Ul must be instantiated and must be made visible
when the Ul is activity.

»  petDataf) operation informs <<boundury>> objects relate fmreractionControd that
collects information provided by the user after an interaction, doing any required
transformation on the information provided into suitable parameters for system
OpeTRtions.

« setDataf) operation informs <<boundury>> objects relate fmteractionConiro, gels
information provided by the system operations, then displayed them on the out put
device.

»  sendConfirms() operation informs <<boundury>> objects relate Actionfmvoker that
the system's user 1s submitting information to the system,

» yendCancelsf) operation specilies that the Cancel Actionlnvoker is active and can

finish the Conncct activity any time when the control flow is there.
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2.7.3  Using the Abstract Presentation Model

In the Figure 2.19, the acter {Library or Brower) make interaction with the Loginf/7 like
Figure 2.8, when the interaction 1s happened, it could pick up the Name and the Password
10 the library system through Loginf) [unction, the object LibrarySvstem verily the name
and the password of the user by verifpliserf] operation where the LibrarySestem Passing
the name and the password as a parameters to the Data Base. Data Base cxccutes Search()

operation about the name and the password. If the name and the password are correc, then
create the Mainlf!
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Figure 2.19: A scquence diagram for the Login ToSystem
USE CASC,

lrom the RegularBorrowBook sequence diagram in Figure 2.20, the LibrarySystem

creates  the  <<houndary>>  BorrowBookU!  object  of  class  Abstractiorm
{AbsiractFreeContainer), which cxecutes the showform(} method. This method draws the
BorrowBpokU! form that presented to the uscr. Imicracting with the U the uscr sends a
sendConfirmation{) message 1o the BorrowBookUl object. The sendConfirmation()
message can be an event associated with the Enter button shown in Figurc 2.9, but this is
not specified during the abstract presentation modclling. The BerrowBooklJ! objeet
performs a getParaf) operation that picks up the data provided by the user. After collecting
the data, the BorrowBouk/! object sends a system operation message checkUser() to the

<<controf>> BorrowBookControfler object, passing the user identification as parameler.
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The BorrowBookControfler object prepares a query that is submiited to a databasc
management syslem. 1f there are objects of class Person with the provided user
identification in the database, the database instantiates Person. Then, the <<control>>
BorrowBookController object sends a message to the <<entity>> Person object checking
the provided user identification. [f the user identification 1s comect, the <<camtrol>>
BorrowBookController vbject sends a gerhackDatal) message 10 the <<entity>> Person
object. The perbackDatad) message recovered the information {name, address and phone
numbery for the user, who has the user identification. After collecting the dats, the
<<control>> BorrowBookConiroller vbject sends a system operation message display () o
the BorrowBookU{ form objeet which execules the showData¢} method. This method
shows the data {user information) on the BerrowBook{/f form that presented 10 the user.

For the next time. the user interact with the BorrowBogkUf. the user sends a
sendConfirmationf) message 1o the BorrowBookUI object. The sendConfirmation(}
message can be an event associated with the Enter bution shown n Figure 2.9, The
BorrowliookUT object performs a getDura) operation that picks up the data provided by
the user. After cellecting the data, the BerrowBonktf object sends & system operation
muessape checkBook(d to the <<control>> BarrowBookConiroiler object, passing the book
identification as parameter. The BorrowBookController objecl prepares a query Lhat is
submitted 1c a database management system, If there arc objects of class Bouk with the
provided book identification in the database, the database instantiates Book. Then, the
<<controf>> BoerrowBoekControtler object sends a message to the <<entin>> Book
abject checking the provided book identification. If the book identification is correct, the
<<conirol>> BorrowBookControffer object sends a gethackDaraf) message to the
<<entity>> Book object. The getbackDataf} message recovered the intormation {title,
author, status and due date) for the book, who has the book identitication. Afler collecting
the data, the <<controf>> HorrewBookConroller object sends o syslem operation
message displey () to the BorrowBookUI form ohject which executes the showDafaf)
method, This method shows the book information (book identification, tnle, author, status
and due date} on the BorrowBookUJ form that presented to the user.

For the thired time, the user interact with the BorrowBookUl, the user sends a

sendConfirmation() wessage to the BorrowBookUI object. The sendConfirmation()
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message can be an event associated with the Apply bution shown in Figure 2.9, The
BorrowBaokUI object performs a getData() operation that picks up the data provided from
the last operation. Afier collecting the data, the BerrowBookl/! object sends a system
operation message checkBooak() 10 the <<control>> BorrowBookControifer object, passing
the book identification and book status as parameter. The BorrowBookContrufler object
preparcs i query that is submitted to a database management system. To make sure that the
book status, is not borrowed in the database, the databasc instantiates Book. Then, the
<<eamtrol>> BorrowBookControllcr object sends a message to the <<emtity>> Book
object checking the provided book idennfication and book status. I the book identification
and the book status are correct, the <<controi>> BorrowBookControfier object sends a
foanBookf) message. which perform loanBook() operation, to the database management
system, that instantiates Loon object. When the feanBook(} operation is finished, the
BorrowBookConiroller object creates a NewBorrowBookUf object and destroys the last
BorrowBookUI



Figure 2.20: A sequence diagram for the BorrowBook use cuse,
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The SearchBook scquence diagram in Figure 221, the Lifrary Spstem creates the
<<hgundary>> SegrchBookU] object of class AbswractForm {(AbstraciFreeContuiner),
which executes the showForm() method. This method draws the SearchBoakUT form that
presented to the user. Interacting with the UL, the user sends a semdConfirmation(} message
to the SearchBookUI object. The sendConfirmationf) message can be an cvent associated
with the Search button shown in Figure 2,10, but this is not specified during the abstract
presentation modelling. The SearchBockl/f object performs a gerDataf) operation 1hat
picks up the data provided by the user. After collecting the data, the SearchBook{f object
sends a system operation messape checkBnak() to the <<comirol=>= SearchBookontroffer
object, passing the book identilication, awthor, tille, or a combination of them s
parameters, The SearchBockControfler object prepares a query thal is submitted to a
database management system. If there are objects of class Soek with the provided (book
identification, author or title} in the database, the database instantiates Pock. Then, the
<Zcontrol=> SearchBookConirollcr object sends a message to the <<emtity>> Book
object checking the provided boeok identification, autbor or title. It there at least one 1tem
from the last items is correct, the SearchBookController object perlorms a gethack Dataf)
operation that gel back the daila provided by the database management system. After
collecting the data, the <<comired>> SearchBookControfler objcet sends a system
operation message oisplayil to the SearchBookl!! objcet, which executes the showDatal}
niethod. This method shows the data (result of scarching) on the SearchBookUT form that
presented to the user.
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Figure 2.21: A sequence diagram for the SearchBook use case,
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Returning to the BrowseBoaks sequence diagram in Figure 2.22, the Library Svstem
creates the <<buundary>> BrowseBooksUf object of class AbstractForm, which execules
the showFormg) method, This method draws the BrowseBookst/f form thal presented to the
user. Interacting with the UL, the user sends a sendConfirmition{) message 0 the
BrowseBooks /I object. The sendConfirmation{) message can be an event associated with
the Browse button shown in Figure 2.11. The BrowseBooksUT object performs a gerPatal)
operation that picks up the data provided by the user. After collecting the data, the
BrowseBooeksU{ object sends a system operation message checkBook() 1o the <<contrel>>
Browse BooksControfler objeet, passing the hook category, author or title, as paramueters.
The BrowseBooksContrefler object prepares a query that is submitted to a database
management system. [f there are objects of class Book with the provided (book category.
author or title} in the database, the database instantiates Book. Then, the <<confrof>>
BrowseBooksControlfer object sends a message to the <<entify>> Book object checking
the provided book category, author or tile. If therg at least one item from the last items is
correct or with out them, the BrowseBonksControfier object perlorms a gethackData)
operation that get back the data provided by database management system. After collecting
the data, the <<control>> BrowseBooksComrolfer object sends a system operation
message display() to the BrowseBooks{UI object . which executes the showData} method.
This method shows the data on the BrowseBooks T form that presented to the user.
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Figure 1.22: A sequence diagram for the BrowseBook use case.
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From the AddUser sequence diagram in Figure 2.23(a), the Library System creates the
<<houndary>> ManageUserl/l obyect of class Abstractiform, which executes the
showFarm(} method. This methed draws the ManagelserU! form (hat is presented to the
user. Interacting with the UL the user sends a sendConfirmationf) mcessage to the
Manuge UfserUT object. The xendConfirmationf) message can be an event associated with
the Enter button shown in Figure 2,12, The ManageUsertt object performs a getDaral}
operation that takes up the data provided by the user. Afier collecting the data, the
ManageUser U object sends a system operation message checkUser(} 1o the <<control==>
ManageUscrlontroller  object, passing the user identification as parameter. The
ManageUserControfier object prepares a query that is submitted (o a database munagement
svstem. If there are not objects of class Person with the provided user identification in the
database, the database does not insiantiates Person. Then, the <<conrol>>
Manage UserContraller object sends an enable() message to the ManageUserld! obyecl, The
enablef} messape makes the other fields active to user information entered.

Fer the next time the user Interacting with the Ul the user sends a sendConfirmation()
message 10 the Manage UserUT object. The sendCeonfirmation() message can be an event
associated with the Add button shown in Figure 2.12. The ManeageLiserUt object performs
a geiDataf) operation which for the second time take the daia provided by the user, Atter
collecting the data, the ManageUserldf ohjecl sends a systern operation message
checkUser() 10 the <<comtrol>> ManageUserController object. passing the user
identification, name, address and phone number as parameters. The Manage UserControlier
object sends an addlver() message that is submitled 10 a database management system. For
create new objects of class Persen with the provided uvser information in the dalabase. the
database instantiates Person. Then, the <<centrol>> ManageUserControtler object sends
a addlser) message to the <<entity>> Person object, that add a new user to the
<<egmify=>  Persont objecl. When  wddUser(}  operation is  finished,  the
ManageUiserConiroiler objeet creates a new ManageUserUf object and  destroys the last

ManageUserUl,
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Figurc 2.23{a): A sequence diagram for the (AddUser) ManageUser use case.
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Returning 1o the Deletellser sequence diagram in Figure 2.23(b}, the Library System
creales the <<boundary>> ManageUser Ul object of class AbstractForm. which executes
the showForm() method. This method draws the ManageUserUf form that is presented to
the user. Interacling with the Ul the user sends a sendConfirmuation() message 1o the
Manage User U object. The sendConfirmaiion(} message can be an event associaled with
the Enter button shown n Figure 2,12, The ManageUserUf object performs a getDeatu()
operation that picks up the data provided by the user. Afier collecting the data, the
AanageUserUI object sends a system operation message checkUser() 1o the <<controf>>
ManageUserControlfer  object, passing the user identification as parameter. The
MarnageUserComtroller objeel prepares a query that 18 submitled 1o a database managenient
system. If there are objects of class Person with the provided user identification in the
database, the datubase instantivtes Person. Then, the <<controf>> Manage UserController
objeet sends 2 message 1o the <<emtiny=> Persan object checking the provided user
identification. If the user 1dentification 15 correct, the Manage UserControlier olyect sends a
gethuckiDatad) message thatl get back the data provided by the <<eanrin>=> Person object.
Afler collecting the data, the <<controf>> ManageUserControiler object sends a system
operation message displav() to the ManugelUserl/! form object which executes the
showDutaf) method. This method shows the data (user information) on the Mengge Userlf/
form that presented o the user.

For the next time the user Interacting with the UL, the user sends a sendConfirmation()
message to the ManagelserUl object. The sendConfirmation(} message can be an event
assocjated with the Delete button shown in Figure 2.12. The Maregellserl] obiect
performs a getData() operation that picks up the data provided From previous cperation..
After collecting the data, the Manage UserUF object sends a system operation message
checkUser() to the <<conirofl>> MuanageUserControfler objecl, passing the user
identification, name, address and phone number as parameters. The ManageUser{ onirolier
object prepares @ query that is submitted to a database management system. To restnct
object of class Persen with the provided user information (user identification. nume,
address and phone number) in the database, the database instantiates Person. Then, the
<<controf>> ManageUserController object sends a message to the <<emtiny>> Person

object checking the provided user informations. If the user information are correct, the
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ManageUserControfier object pecforms a delUser()  operation that remove the user from
database. When defUserf) operation is fimshed, the Mangge UserCantroffer object creates o

new Managellser Ul obiect and destroys the last MunageUser UL
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Figure 2.23(b): A sequence diagram lor the (Deleteliser} ManageUser use case.

The presented sequence diagrams are restricted to the scenario where the user
successfully in logs into the system, regular Loan, successfully scarch book, successfully
browse books and regular manage user. Unsuccessful attempis to log into the system,

irregular borrow book scenario, Unsuccessful search book and Unsuccessful Browse books

scenano can be modelled as deseribad in Section 2.8.2.
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Activities, as presented in Section 2.3, abstract presentation models are weakly
connecied by the flow objects in the activily diagrams. Indeed, AbstractComponents should
he used in activity disgrams to cxplain the data Mow between the L1 and the underlying
application. However, we belicve that a well-defined relationship between activities and
instances of AbstractForms can facilitate the design of tasks and abstract presentation. For
instance, activities that involve user interactions should be supported by <<boundary>>
abjects. However, it is difficuli to identify <<boundury™>> objects from an activity or to

identify activities [rom <<boundary>> ohjects.
2.8 Concrete Presentation Modelling

A user interacls wilth a system through interaction cbjects. Interaction objects arc
commonly classificd as either abstract or congrete. But:

s  The abstract presentation model does not give much of a feel for the functionality or
organization of the event for components user interface associated with operation of
<<gomrol>> classes,

s The abstract presentation maedel can not give any description of layout, and can not
describe what is component that formed for <<boundary>> class.

Because the absiract presentation model can not cover these aspects, so we should use

Concrete presentution model.
2.8.1 Concrete Presentation Structure and Layout

A conecrete interaction object. any widgel, is a physical implementation of an abstract
interaction object. Most interface builders (such as Microsofi Visual C++) provide facilities
for interactively selecting and placing concrete interaction objects dunng interface
development,

Figure 2.13  shows an  ahstract  presentaion  model,  in this  maodel
<<apm>>AbstractComponent  Class represents  different functions  that typify those
supported by concrete interaction objects in widely available widget sets. and
<<apm>>AbstractContainer represents the grouping of components and containers in an
interface. We can represent a corresponding conerete presentation model as UML classes.
We might reverse-engineer a UMI. class diagram from an cxisting object-criented widget

sct, such as Java Swing [6], as a practical option.
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We could then allocate concrete widgets to support abstracl components with a UML
framewaork, as described in Figure 2.24. In Figure 2.24, the class diagram in Figure 2,13 is
the specification of the pattern for the Ul presemtation model. This pattern called
PresentationFramework collaboration. We can bind concrete classes to absiract oncs using
this PresemvationFramewark, where the <<¢pm>2> Frame is bound 10 the <<upm>>
AbstractForm, the <<cpm>> Container 15 bound 1o the <<upm>> AbstractComainer, the
<<epm>> Label is bound to the <<apm>> StaticDisplay, the <<cpm>> TextField is
bound 10 the <<agpm>> ImeractionControl, the <<cpm>> Button 15 bound to the
<<apm>> Actionlnveker und the <<epm>> Combo Box is bound to the <<apm>>

Actionfnvoker,
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Figure 2.24: The concrete presentation muodel.

We notice rom the Figure 2.24:
» What is requircd to model the case study?
» Give us description of how the layout will be.
o Dvery class dealed as a Comainer so il must be an instance of

LayoutImplementution.
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UM, also provides speciahized visualizations for absiract presentation models. However,
UML interface diagrams are essentially UML class diagrams that clarify the purpose of
individual abstract componcnts and the containment relationships between different
companents.

However, specifying specific concrele interaction object placement is very much an
implementation activity. And specifying an interface using concrele interaction objects
risks premature commilment to a specific look and feel.

Figure 2.25 presents the concrete presentation model for the Loginlif presented in
Figures 2.8. The model is an object diagram where the links are; the compose and
integrate links intreduced in Section 2.7.1, and the organise link that relates instances of
Frame (playing the role of the AbstractContainer) with their respective instances of

Layvoutimpicmentation. This link is mandatory for each instance of Frame,
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Figure 2.25: The concrete presentation madel of the fogint!i

Figures 2.26 15 an object diagram of the concrete presentation models for the
BorrowBook{I presented in Figures 2.9,
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Figures 2.27 is an object diagram of the concrete presentation models for the
SearchBookU{ presented in Figures 2.10.
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Figure 2.27: The concrete presentation model of the Search User UF

Figures 2.28 is an object diagram of the concrete presentation models for the
ManageUser Ul presented in Figures 2,12,
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Figure 2.28: The concrete presentation model of (he ManagelserU]
Further, Figures 2.25, 2.26, 2.27, 2.28 shows that Panels arc being used instead of
Contuiners to model non top-level containers. 'This is possible, since the subclasses of Lhe

bound to classes can also be considered as part of the concrele presentation model.
2.8.2 Concrete Presentation Behaviour

We can represent important features of both concrete and abstract prescntations using
standard UML. class diagrams. Additionally, we can describe interaction objects” associaled
behavior using standard UML sequence or aclivity diagrams.

In section 2.7.3 presented the sequence diagrams for the ConnectToSystem, BorrowBuok,

SearchBook, BrowseBook and MarnageUser use cases are restricted to the scenario where

the user successfully in logs into the system, regular Loan, successfully search book.
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successlully browse books and regular manage user. The scenario for these use cases where
the CANCEL button 1s pressed are going to clarily in this scetion by using Conerete
Preseniation Behaviour.

The Figures 2.25. 2.26, 2,27, 2,28 we have noticed that, these I'igures have a number of
components, which have a special behaviour, to discuss the behaviour ol concrete
presentation model, we have (0 know each event associated with each component
(<<boundan>> object). The idca here is, every <<bowndary>> object (compenent) is an
instance of Frame and has operations that have events associated with them, in which,
every message sent by an actor to an <<sgundury™>> object represents an eveni associated

with an U] component.

Figure 2.29' shows the sequence diagram for the BorrowBook use case where the
CANCEL bunton is a <<boundary>> cbject (component) in the BorrowBook UL Frame that
is a Concrere Presertation Mode!l, There for, this button has an event associated with it,
represented as CancelPressed message, that triggered when the Actor press the bution
CANCEL. CancelPressed message is execule the operation sendeancellation(} hetween the
library' system and the vser.

And it was advised 10 deal with the other use cases for modeliing a scenario where the

CANCEL bution is pressed, with a ditference in the frame name.

Figure 2.29: A second scquence diagram for the BorrowBook use vase.

! The Figure is borrewed from {4, with some changes.



2.9 Packaging the Application

The package diagram shows dependencies between various components of the system.

Figure 2.30 shows a package diagram that presents an overview to the whole system.
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Figure 2.30: The package diapram of the Library System.

The classes and class instances are grouped into five packages, as follows:-

»  The Hindewing System composed of those classes used 10 build the user interface.
The environment could be an object-oriented programming language. We have used
java language as the environment of this rescarch work.

= The t/ser Interfoce package composed of <<boundary>> classes and objects.

»  The Pomain Model package composed of <<entity>> classes. The class diagram of
these classes forms the domain model in Figure 2.2,

»  The Cuntrol package composed of <<control>> classes. These classes are presented in
sequence diagrams that shown in Figures 2.19. 2.20, 2.21, 2.22. 2.23(a), and 2.23(b).

v« The Element Diagram package composed of <<apm>> classes as shown in Figure

2.13, and the <<epm>> classes of the Presestation Framework pattern.



Chapter Three
Generating User Interface Prototypes
from Scenarios

Ower the pasl years, scenarios have received significant altention and have been used for
different purposes such as human computer inleraction analysis {23]. specification
ceneration [1], Object-Onented Analysis {O0A) and Object-Criented Design (GO [3.
15, 24], and requirements enginecring [13]. A typical process lor requirements enginecring
based on scenarios [13] has two main tasks. The firss fask consists of penerating from
scenarios specifications that describe system behavior. The second fask concers scenano
validation with vsers by simulation and protolyping.

For the purpose of wvalidation in early development stages. prototyping tools are
commenly and widely used. Recently, many advances have been made in User Interfuce
(UD) prototyping tools like Ul builders and Ul management systems. Yet, the development
of Uls is stll time-consuming, since every Ul object bas to be created and laid out
explicitly. Also, specifications of dialogue controls must be added by programming (for Ul
buiiders) or via a speciahized language (for Ul management systems).

In this chapter, we suggest an approach for requirements engineering supporting the
Unified Modeling Language (UML). The approach provides a five activitics process wilh
limited manual inlervention for deriving a protolype of the Ul from scenarios and
gencraling a formal specification of the application. Scenarios are acquired in the form of
UMI. collaboration diagrams and enniched with Ul information. These diagrams are
automatically transformed, based on previous work [8] and [13] inte the UML Statechart
specifications of all the objects involved. The prototype is cmbedded in a Ul builder
environment for further refinement.

Section 1 of this chapter gives a brief overview of the UML diagrams retevant for our
work. Section 2 presents the five activities of our approach. Scction 3 describes in detail the

fifih of these activities.



3.1 Unified Modeling Language

The UML provides a syntactic notation to describe all major views of a sysiem using
different kinds of diagrams. In this section, we introduce the UML diagrams that are

relevant lor our approach: Collaboration diagram (Collfd), and Statechart diagram (StateD).
3.1.1 Collaboration diagram (CollD})

A scenario shows a particular series of interactions among objects in a single execution
of 2 use case of a systen1, Scenarios can be viewed in lwo different ways: through sequenee
diagrams (Sequencetds) or CollDs, Both types of diagrams rely on the same underlving
scmantics, and conversion from one to the other is possible. For this work, we chose to use
CollDs because the UMILL documeniation defines them more precisely than sequenceDs.

For a complete definition of CollDs refer to [12].

Figures 3.1(a), 3.1{b). and 3.1{¢) depict three scenarios {Colllds) of the use case
ConnecrToSystem. Figure 3.1(a) represents the scenario where a user suceessfully Jogging
into the librarv system, Figure 3.1(b) represents the case where the LoginToSysiem is

canceled, and Figure 3.1(c) shows the scenario where the user is not registered yet o the
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Figure 3.1(a): Scenarin Figure 3.1{b): Scenario
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Figures 3.2(u), 3.2(h), and 3.2{c) depiet three scenarios (CellDs) of the use casc
BorrowBaok, Figure 3.2(a} represents the scenaric where the borrow book is comrectly
registered, Figure 3.2(b) represents the case where the borrow bock is canceled, and Figure

3.2(c) shows the scenaric where the user is not registered yet in the system,
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Figures 3.3(a), 3.3{b) and 3.3(c) depict three scenarios (CollDs) of the use case
Managellser (ddd User). Vigure 3.3(a) represents the scenario where an add user is
correctly registered, Figure 3.3(b) represents the case where the add user is canceled | and
Figure 3.3(c) shows the scenario where the 2dd user is error.
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Figure 3.3(c): Scenario ErrorAddUser

Figures 3.4{u), 3.4(b) and 3.4{c) depict three scenarios {(Colllds) of the usc case
ManageUser (DelereUser}, Figure 3.4{a) represents the scenario where a delete user is
correctly. Figure 3.4(b) represcnls the case where the delete wser is canceled. and Frgure

3.4(c) shows the scenario where the delete user is error.
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Figures 3.5(a), 3.5(b). and 3.5{c) depict three sccnarios {(CollDs) of the use case

SearchBook. Yigure 3.5(a) represents the scenario where the search book is successfully,

Figure 3.5{b) represents the case where the search book is canceled, and Figure 3.3(c}

shows the scenario where the search book is failer.
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Figures 3.6{(a)}, 3.6(b} and 3.6{c) depict trree scenarios {ColiDs) of the use case
BrowseBaok. Figure 3.6(a) represenis the scenario where the browse book is successfully,
Figure 3.6(h} represents the ease where the browse book is canceled, and Figure 3.6(c)

shows the scenario where the browse book is failer.
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3.1.2  Statechart diagram (StateD)

A Statel) shows the sequence of states thal an objeet goes through during its life cyele in
response 1o stimuli. Generally, a StaleD may be attached to a class of objects with an
interesting dynamie behavior.

The formalism {notation and semanties} used i StateDs is denved from Statecharts as
defined by Harel [10]. Any state in a StateD) can be recursively decomposed into exclusive
states (or-sfaie) or concurrent states (and-siafe). When a transition in a Statechart is
triggered event receive and guard condition tested’’, the object leaves iis current state,
initiates the action(s) for that transition and enters a new state. Transitions between
concurrent stales are not allowed., but synchronization and information exchange are
possible through events. As an illustration, Figure 3.9 depicts the Statel) of the object
Terminal, "The state waltingbordpphyOrCuncel, is an wmif-state composed of twoe

concurrent sub states separated by a dashed line,

3.2 Description of the Approach

In this section, we describe the overall approach to derive a Ul prototype from scenarios
using the UML artifacts. We aim to provide a process that bridges two iterative software
processes: the formal specificalion process as illustrated at the top of figuee 3.7, and the UI

prototyping process at the bottom of the figure 3.7."
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Figurc 3.7: View of the overall process combining formal specification and Ul
prototyping

' The figure is borrowed from {11]
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Dafa specificarion (sce Figure 3.7) are capturcd in a detailed ClassD which shows
structural relationships between classes, and specifies class attributes and method togcther
with pre-and postconditions. This information is used for secenario acquisition via CollDs,
and for prototype generation to enhance the visual aspect of the generaled prototypes. User
interface specifications are derived from scenario descriptions, and are used for both
generation of UI prototypes and for specification verification {verifying coherence and
completeness of the Ul specification). The generaled prototypes are evatuated with end
users 1o validate the users’ needs.

In this chapter. we foeus on the Ul prototyping process, essentially on the
transformations represented by the bold arrows in Figure 3.7. This process can be
decomposed inte five activities (sce Figure 3.8) which are detailed below:

r  Requirements acquisition {scetion 3.2.1)

* Generation of partial specifications ftom scenarios (section 3.2.2)
»  Analysis of partial specifications {section 3.2.3)

* sintegration of partial specifications {(section 3.2.4)

®  User inleriace prototype generation (scction 3.2.5).

3.2.1 Requirements acquisition

Scenario medeling is the key technique mostly used in thas activity, 11 is used in object-
oricnted methodologies [3, 15 and 24 as an approach (o requirements engineering. The
UMLE proposes a swtable lramework for scemario acquisition using UsecaseDs for
capturing system functionalities and CollDs for describing scenarios.

In this activity, the analyst first claborates the Usceasel) of the system (see Figure 2,13,
Then, we acquires scenarins as CollDs for each use case in the UsecaseD. lor instance
Figures 3.1{(a}, 3.1{b}, and 3.1{c) show tor cxample, the three sample CollDs corresponding

to the use case LoginTaSstem of the library system.
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Figure 3.8: The five activities of the Ul prototyping process.

Scenarios of a given use cases are classilfied by type and ordered by frequency of use.
We have considered two types of scenarios: normal scenarios. which arc executed in
normal situations, and sceparios of exception executed in case of ermors and abnomal
situations. The frequency of use of a scenario is a number between 1 and 10 assigned by the
analyst 1o indicate how ofien a given scenario is likely to occur [t5). In our examples, the
use case LoginToSystem has one normal scenario (scenatrio successfully LoginSystem with
frequency 5) and lwo scenarios of exception {scenario cancelloginTeSystem with
frequency 3 and scenario errorfoginToSystem with frequenmcy 5). The use case
RorrowBook has one normal scenario (scenatio regilarBorrowBook with frequency 10)
and (wo scenatios of exception (secnario concelBorrowBack with frequency 3 and scenario

errarllverBorrowBook with frequency 3).The use case ManageUser has one normal
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scenaric (scenario regwlardddUser with frequency 6) and one scenarios of cxception
{scenano canceldddUser with frequency 5), and Managel/ser use case has one normal
seenanio (scenuno regulurDelereUser with frequency 6) and one scenarios of exception
{scenariv cancel DefereUser with frequency 5). The use case SearchBook has one normal
seenario (scenario reglarSearchiflook with frequency 4) and two seenanos of excephion
{scenario cancelSearchBook with lrequency 3 and scenario failerSearchBock wilh
frequency 4). The usc case BrowseBaoks has one normal scenanio (scenario BrowseBook
with frequency 4) and one scenarios of exception {scenario cuncefBrowseBook with
frequency 2). This classification is used for the composition of Ui blocks {sce section
3.3.4).

In our examples. the object Ferminad is a generalization of the following objects,
LaginUf BorrowBookU!, MunagelfserUl SearchBookUl and Browse BookUi. The objcct
ferminad is a special object called fnterface object. An interface ohject 1s defined as an
objeet through which the user interacts with the system to enter input data and receive
results. An imteractive miessage is defined as a message in a Colll> that is sent to an
interactive object. For Ul generation purposes. messages corresponding 10 user interactions,
which arc marked in the CollD)s with the fype of interacticn objects (i.c., widgets) that the
analyst wanis to find in the resulting Ul. For instance in Figure 3.2{a). the mark #8% at the
beginning of the name of message /.2 means thal this message corresponds to a user
interaction with the Butfon widgel, Note (hat #TF# stands for Text Field as in message
341, RIFH for Inpur Field as in message 1/, and #L4# for Label as in message {4 in Fipure
3.2(c). and #CB# for Compo Box as in message 7. 1. f m Figure 3.6(a},

3.2.2 Generation of partial specifications from scenarios

[n this activity, we repeatedly apply on ¢ach CollD the Coll[}-To-StateD transformation
algorithm (CTS) described in [26]. In order to generate Partial specifications for all the
ohjects participating in the input scenario.

I'ransforming ene CollD> into Stalelds is, according to the C'S ulgorithm, a process al
Nve steps. Step I creats a Statel) for every distinet class implicd by the objects in the
CollI). Srep 2 introduces as state variables all varibles that are not attributes of the objecis

of the CollD. Step 3 creats transitions for the objects from which messages are sent. Srep 4



&7

crcates transitions for the objects W which messages are sent. Finally, step 5 brings for all

StateDs the set of penerated transitions inle correct scquences, connecting them by states.

After applying the CTS algenithm 1o the scenarios regularBorrowBook
ErrorBorrowBook, we obitain for the object Terminal the partial StateDs shown in figure

3.9(a), figure 3.9(b), respiciively.

4 T N

Fidptar] oo _lgraca

I e e

Ao Trormel T Fidioploy s PFTF Redeigpaiy

ita i tr-_um.nnl

H___'h_} Pt =k vk ook _li s
|rerok MTFdducplay ook _iotient TFéicpley
\ l\_ B MB—B _H_m-‘qu_m_w
iiotir duce

Figure 3.9a): StateD for the object terminal generated by CTS algorithm on the scenaric
regularBorrowBoak
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Applying the CTS algorithm to the scenarios regularSearchBook and ErvorSearchBook, we

obtain for the object Terminal the partial StateDs shown in higure 3.10(a) and figure

il b bt ey
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Figure 3.10{a): Statel) for the objeet terminal generated by CTS algorithm on the scenario
succefullpSearchBook
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Figure 3.10{b}): StateD) for the object terminal generated by CTS algorithm on the scennrio
JailerSearchBuok

The applving of the CTS algorithm 1o the other scenarios (reguiarloginToSysten,
ErrorLoginToSysiem. regularBrowseBooks, ErrorBrowseBooks. regularMunage{fser and

errorManagelfser), see the appendix ALl
3.2.3  Analysis of partial specifications

The partial SlateDs generated in the previous activily are unlabeled, i.e., their states L
do not carry names. However, the scenario integration algorithm (sec Section 3.2.4
below) is state bascd, requiring labled StateDs as input. To obtain labled StateDs, our

approach uses the pre- and pestcondilions to add state names. The analyst must identify
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equivalent states and give them common state names. Unique states arc labeled wath

unique state names.

Applying this algorithm to the StatcDs for BerrowBrok of figures 3.9(a) and 3.9(b).
we obtain the StateD shown in figure 3.11{a) and 3.11({b), respectively.
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Figure 3.11{a): The labeled Statel} obtained {rom the Statel) of Figurc 3.9(a)

' | uld iy, bid serimg. res. boalaan

eroal_bnan, LU eI
Call L If g2

[res=not ok ] HLEmiry oeexd boqrgrs ceran)

.

Figure 3.11(b): The labeled StateD obtained from the StateD of Figure 3.9(b)

Applying this algorithm 10 the StateDs for Search Book of figures 3.10(a) and 3.10(b),
we oblain the StateD) shown in figure 3.12(a) and 3.12(b}, respectively.
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Figure 3.12(a): The labeled State!) obtained from the Statel} of Figure 3.10(2}
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Figure 3.12(h): The labeled StateD obtained from the StateD) of Figure 3.10(h)

Note that no new state lable is generated for this particular Sialel?, The applying of this

algorithm 10 the other

SCEnarios

(regidarLogintoSystem,

frrorLoginloSystem,

regifar Browse Books, ErrorBrowseBooks, regularManageUser and errorMangge User),

see Lhe appendix A2

3.2.4 Integration of partial

specifications

The objective of this activity is to integrate for each object and cach use case in which it

participates all s partial StateDs into one single StateD per use case |8]. For instance

Figure 3.13 shows the resultant StateD of the Ferminu! object afier the integration of the

three scenarios of use case BorrowBook.
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Figure 3.13; The resultant StateD} for the Terminal object after integration of the
three scenario of the use case BorrowBook

Figure 3.14 shows the resultant Statel} of the Terminal object after the integration of the

three seenarios of use case SegrchBook,
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Figure 3.14: The resultant StateD for the Terminal object after integrativn of the
three scenario of the use case SearchBook

The resultant StateDs of the Terminal object after the integration of the scenarios of
other use cases (regulurifoginToSvstem, ErrorioginToSystem, regulurBrowseBooks,

ErrorBrowseBooks, regularManagelUser and errorManageUser), see the appendix ALS.

3.2.5 User interface prototype generation

In this activity, we derive UI prototypes for the interface objects found in the system.
Both the static and the dynamic aspects of the U] prototypes are generated from the StateDs
of the underlying interface objects. For each interface object, we generate from its StateDs,
as found in the various use cascs, a standalone prototype. This prototype comprises 4 menu
to switch between the different use cases. The different screens of the prototype visualize
the static aspect of the object; the dynamic aspect of the object maps inte the dialog contrel
of the prototype. In our current implementation, protolypes are Java applications
comptising cach a number of frames and navigation functionality (see Figures 3.15 and

3.24). The delails of protolype gencration are described in the next section.
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3.3 Algorithm for User Interface Prototype Generation

In this section. we detail the process of prototype generation frem interface object

behavior specifications. This process can be summarized in the following algorithm [32].

Let 10 e the ser of interface hpects in e syswem,
Lo UCwfucl, uel,., wen} be the sor of wse cuses of the sysiom,
Fiw esch w m 1O

Fowr each wei i [0
M W uscdind Iescassiuci] then
s = o perSuel Miwl becass{uciy
sl generateFrodety pef )

End I
Ind For
i pencrain ompheic Pratoty pa }
End For
The operation wvedindisecasefuci). apphed to the object in, checks it the object io
participates or ™1 in cne of more of the Colll)s associaled with use case wei If the
operation returns frue, the operation getStaredforlisecasefuci) is called. which retrieves sd,
the StateD capturing the behavior of object fo that is related to this use case. From State[)
sd, a L) prototype 15 generated using the operation generate Prototvpef).
The operation generateCompletePrototype() imegrates the prototypes generated for the
various use cases into one single zpplication. This application comprises a menu (sce
Figure 3.15} providing as options the different use cases in which object io participates.

] Lipaw giecrs Wirirkw  Uws G

i_l%l

Figure 3.15: Meno generated for the interface object

The eperation of prototype generation {(gencratePrototype()) s composed of five
operations, which are described in the sections below:
Mgencrating graph of transitions
Omasking non-interactive transitions
Msdentifving user interface blocks
Deomposing user interface blocks

Mgenerating the user interface from compased hlocks.
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3.3.1 Generating graph of transitions

This operation consists of deriving a direcied graph of transitions (GT) from the StateD
of an interface object io related to a use case wel. Transitions of the StateD will represent
the nodes of the GT. Edges will indicate the precedence of execution betwesn transitions. If
transition ¢/ precedes transition 2 in execulion, we will have an edge between the nodes

representing ¢f and 1.2,

A GT has a list of nodes nudeList, a list of edges edgelist, and a hist of initial nodes
initial Nodel st (entry nodes [or the graph). The nodelist of a (V] is easily obtained, since it
corresponds 1o the transition list of the StateD at hand. The edgefisr of a GT is obtained by
identifying for each transition r all the transitions that enter the stale from which ¢ can be
tnggered, All these transitions precede the transition ¢ and hence define cach an edge to
node 1.

In the library system, given the StateD of Fermiinal for the usc cases BorrowBook (see
Figure 3.13) and search Book (see Figure 3.14). the graph of transition GT generaled shown
in Figures 3.16(a), 3.17(a), respictively, The star character (*} is used to mark initial nodes
in the graph. We mention that the graph transition GT for the Siatci> for ferminal to the
scenarics of other use cases {LoginToSystem. BrowseBooks and MuonageBook). had
tlustrated in the appendix A4,

The algorithm details how 10 get nodeList, edgeList, and initialNode List of the G'T from
a given Statel) sd, see the appendix B,

3.3.2 Masking non-interactive transitions

This operation consists of removing all transitions that do not directly affect the UL (1.c..
that do not carry widgets). These transitions arc called non-fateractive transitions. All such
iransitions are removed from the list of nodes nodelist and from the list of initial nodes
initialiNodeList, and all edges defined by those transitions are removed from edgelist.
When a transition ¢ is removed from rodelist, we remove all edges where # takes part, and

we add new edges in order 1o “bridge” the removed transition nodes. If the initiafNodeList
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list of 1plbal lansitions containg any non-interactive ransitions, they arc replaced by their

successer nodes.
The result of this operation on the graph of Figures 3.16(a} and 3.17{a) for BorrowBook
and SearchBoek use cascs, is given in Figures 3.16(b) and 3.17(b}, respectively.

Applying this operation on the scenarios of other use cases (LoginToSvstem. BrowseBooks
and AManageBeok, had illustrated in the appendix A4, The pscudocode details this
opcration, see the appendix B.

9

Figurc 3.16: (a) Transition graph for the ahject
Terminal and the usc case BorrowBook (GT).
(b} Transition graph after masking
nen-interactive transitions {(GT7).
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Figure 3.17: {a) Transition graph for the object
Terminal and the use cuse SearchBook (GT).
(b) ‘I'ransition graph after masking
non-interactive transitions (GT').

3.3.3 ldentifying uscr interface blocks

This operation consists of constructing a dirccted graph where nodes represent User

Interfuce Blocks (UIB). A UIB is a subgraph of 1" consisting of a sequence of transition
nodes that is characterized by a single input and a single output edge. The beginning and
the end ot each UIB is identitied from the graph GT" based on the following rules {16]:
{Rule 13 An initial node of (717 is the beginning ol a UIB.

{Rule 2) A node that has more than one input edge is the beginning of a UIB.

(Rule 3} A suceessor of a node that has more than one output edge is the beginning of a

UIB.

(Rule 43 A predecesser of a node that has more than one input edge ends a UIB.

(Rule 5) A node that has more than one outpul edge ends a UIR.

(Rule 6) A node that has an cutput cdge to an initiai node ends a UIB.

Applying these rules to the graph of Figures 3.16(b) and 3.17(b), we obtain the graph block

GB shown in Figures 3.18 and 3.19, respictively. [n figures 3.18, Rule | determines the
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beginmung of 87 (7T2) and Rule 5 the end of B/ (T3). Rules 3 and 5 determine the UIB 82,
The UIBs 3, 84 and 85 are gencraled by applying Rule 3 or Rule 4.

Figure 3.18: Graph GB resulting from UIB identification on the graph GT" of
Fipure 3.16(h)

In figures 3.19, Rule 1 determines the beginning of’ 87 (72.7) and Rule 5 the end ol 3/
(72.3}. Rule 3 determine the UIB B2, The UIBs B3 and B+ are gencrated by applying Rule

3 or Rule 6.

5

[

ROSOROE

I...p
—

Figure 3.19; Graph GB resulting from UIB

identification on the graph GT' of
Figure 3.17(b).
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Applving these rules on the other scenarios of use cases (LoginToSpstem, BrowseBuoks

and Managel/ser, see the appendix A5,
3.3.4 Composing user interface blocks

Generally, the UI blocks obtained from the previous operation contain only few widgels
and represent only small parts of the overall use case functionality. Our approach suppons
the combination of UIBs in order te have more interesting blocks which can be transformed
into suitable graphic windows. We use the following rules to merge the UlBs of a use case
[15}:

{Rule 6) Adjacent UIBs belonging to the same scenario are merged (scenario
membership).
(Rule 7} The operation of composition begins with scenarios having the highest
frequency {scenario classification, see Section 3.2.1).
(Rule 8) ‘Two UIBs can only be grouped if the total of their widgeis is less than 20
{(ecrgononuc eriterion),
Applying these rules (o the GB of Figures 3.18 and 3.19, results in the graph GB” of

UlBs shown in Figures 3.20 and 3.21, respictively.

A . S
B2 \?.:& - BI ]
*

*

i LH

- - L]
Bd B l e

Figure 3.20 Figure 3.21

Figures 3.20, 3.21: Graph GB’ resulting from user interface block composition on

the geaph GB of Figures 3.18, 3.19, respictively,

Applying these rules 10 the GB of on the other scenarios of use cases (LoginToSysrem,

BrowseBuoks and ManageBook, results in the graph GI3* of UIBs sce the appendix A.6.
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3.3.5 Generating the user interface from composed blocks

[n this operation, we gencrate for each Ul of GB' a graphic frame. The generated
frame comains the widgets of alt the transitions belonging to the concemed UIB. Edges
between UIBs in GB™ are transformed 1o calt functions in the appropriate frame classes. In
our current implemeniation, Java code is generated that is compatible with the interface
builder [29].

The 1wo frames derived from each composed blocks of the graph GB” of Figures 3.20 and
3.21, are shown in Figures 3.22 and 3.24, respictively. The dynamic aspect of the Ul is
controlled by the behavior specification {StateD} of the underlying interface object. The
pretotype responds to all user interaction events captured in GT°. and ignores all other
event.

Te support prototype execution. For example, after selecting the use case BorrowBook
from the LseCuses menu (sce Figure 3.23, wop window), a frame is displayed in the
simulation window that confirms the use case selection and prompts the user to input the
user identification and to click the Enfer button. When execution reaches a node in GT°
from which scveral continuation paths are possible. [n the example of Figure 3.24, the
lower frame corresponds Lo the scenario ¢rrorBorrowBook, and the upper frame one to the
scenarios regular BorrowBook and cancelBorrowBook.

To support prototype exccution. For example, after selecting the use case Search Book
from the ffveCases menu {see Figure 3.25, top window), a frame is displayed in the
simulation window that confirms the us¢ case selection and prompts the user to input the
book information and 10 click the Search button. When exccution reaches a node in GT°
from which scveral continuation paths are possible. In the example of Figure 3.23. the
lower lrame corresponds Lo the scenaro fhailerSearchBoak, and the upper rame one 10 the

scenarios reguiarSearchBook and cancelSearch. Once a path has becn selected.
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Chapter Four
Results

4.1 Conclusions

'This thesis discussed user interface modeling, a new approach to the gencration of U1
protetypes from scenarios using a Library System case study. The case study was modelled
using the Unificd Modeling Language that has proved for modeling and generating user
interfaces.

On one hand. from the case study we can elicit and define some problems that faced
during modeling and generating Uls. from the modelling problems we can identify some
aspects of Uls that are not covered by the UML, such as:

» Use cases do not provide some aspects of user requirements like goals, pre-
conditiens and post conditions that may help the design of activity diagrams.

s UML. dees not describe clearly the relationship between use cases and activities.

s UMIL, does not have a notation to describe abstract presentations.

e« UML does not provide a relationship between classes providing an abstract
presenlation and activities. In fact, it is difficult to identify which Ul is related 1o
each aclivity that involves user interaction.

On the other hand, from the set of constructors we can identify the aspects of Uls that are
covered by the UML, where we found that the UMI. has a rich set of constructors complete
enough to model the architectural aspects of form-based user interfaces.

Additionally, from the approach ol generating user interface prototypes ftom scenarios,
some notes that can be obtatned:

» The analyst has the manual 1ask of eliciting scenarios of the system and of labeling
the gencrated partial StateDs.

e Our approach may be applied to windows and widgets interfuces, vet fails 1o
supporl in its cuerent form alternative Ul paradigms.

» Verification of characteristics such as coherence, completencss, cic.
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4.2 Qutlook

For modelling the user interface, the case study provides illustrative examples of the use
of many UML constructors, in erms of diagrams. The UML diagrams used in this thesis
are class diapram. activity diagran and class diagram with design patierns, interaction
(sequence) diagram object diagram, these UMI. diagrams had used to model Domain
Model, Task Model and Presentation Model {(abstract and concrete) as user interface
elernent, respectively.

There are also some lessons that can be leamed from the modelling of the Library
System:

o The design of an uscr interface is a complex process singe il requires complete
comprehension of the elements that compose the user interface. Indeed. Uls in
general have many clements that are not clearly required from the beginning of the
design.

» The elements of the user interface have many dependencies among them. Therefore.
the design process should consider Ul modeiling as integral.

And also, from the approach of gencrating user interface prototypes from scenarios, the
scope of this approach is three fold:

» |t proposes a process [or requirements engineering compliant with the UML.

o It provides automatic support for building object specifications.

» T supports Ul protetyping.



APPENDIX A
Figures Related to Chapter 3

A.1. Generation of partial specifications from scenarios

Afler applyving the CTS algorithm 1o the senarios regufarConnectToSystem,
ErrorConneciToSystem, we abtain for the object Terminal the partial Statelds shown in figure
AL 1{a), figure AL L(h), respictively.

Figure A.1L. L{xa): StateD lor the ubject termenal gencrated by CI'S algorithm on the
scenario successfullyConnectToSystem
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Figure A.LI(b): Statel? for the objeet fermenal genernted by CTS algerithm on (he
scenario ¢rrorConnect ToSpstem

Applying the CI1S algorithm to the senarios regularfirowsefook, ErrorBrowseBook, we
obtain for the abject Terminal the partial StateDs shown in figure A.1.2(a), figure A.1.2(b},

respictively.
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Figure A.1.2{a): StateD for the object termenal generated by CTS algorithm on the
scenario suceefulfy Brivvse Book
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Figure A.1.2{b): StateD for the object termenal gencrated by CTS algorithm on the
scenario faillerBrowseBook

Applying the CTS algorithm to the senarios, regularManagelUser {ddd Usery and
errorManage User (Add User), we obtain for the object T'erminal the partial StateDs shown in

figure A.1.3(a), fipure A.1.3(b), respiciively.
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Figure A.1.3{a}: StateDfor the object termenal generated by CTS algorithm on the
scenarin regularAddUser
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Figure A.1.3{b): StateDfor the object termenal generated by CT'S algorithm on the

scenario errorAddiiser

Applying the CTS algorithm to the semarios, regularManagelUser (Delete User} and

errorMarageUser (Delete User), we obtain for the object Terminat the partial StateD}s shown

in figure A.l.4{a) and figure A.1.4(b), respictively.
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Figure A.1.4(a): StateDfor the ohject termenal generated by C'FS algorithm on the

scenario regulareDelete User
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A.2. Analysis of partial specifications

Applying the analvsis of partial specifications  algorithm to the 5tateDs of fipures
Al l{a) and A.1.1{b}, we obtain the 5talel> shown in figure A.2.1{a) and A.2.1(h),

respectively.
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Figure A.2.1¢{a): The labeled Starel) obtained from the StateD of Figure A.1.1{a)
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Fipure A.2.1(b): The labeled StateD obtained from the StateD of Figure A.1.1{b)

Applying the analysis of partial specitications algorithm to the StatcDs of figures A.1.2(a)
and A.1.2{b}, we obiain the StateD> shown in figure A.2.2(a) and A2 2(b}, respectively.
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Figure A.2.2(a): The labeled Statel) obtained from the Statcd of Figure A.1.2(a)
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Fipure A.2.2{b): The Labeled StateDd obtained from the StatelD) of Figure A.L2ID)

Applving the analysis of partial specifications algorithm 10 the SrateDds of figures A.1.3(a)
and A.1.3{b). we obtain the Statel) shown in figure A.2.3(a} and A.2.3(b), respcctively.
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Figure A.2.3 (a): The lzbeled Statel) obained from the Statel) of Figure A.1.3(a)
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Figure A.2.3(b): The labeled Stateld obtained from the StateD of Figure A.1.3(b)

Applying the analysis of partial specificalions algorithm to the StateDs of figures A.l.4(a}
and A.1.4(b), we ohtain the StateD shown in figure A.2.4(2) and A.2.4(b), respectively.
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Figurc A.2.4(2): The labeled Statel) obtained from the StateD of Figure A.1.4(a)
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Figure A.2.4{b): The labeled StateD obtained from the StateD of Figure A.L.4{b)

A.J. Integraltion of partial specifications

Figure A.3.1 shows the resultant StaleD of the Fermina objeel after the integration of partial

specilications of the three scenarios of use case Comneet TrSuten,

-
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Figure A.3.1: Resultant StateD for the Connect To System

Figure A.3.2 shows the resultant StateD of the Termina! object alter the integration of

partial specifications of the three scenarios of use case BrowseBook.
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Figure A.3.2: stateD) for the BrowseBooks
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Figures A.3.3 and A.3.4 shows the resultant StateD of the Terminal ohject atter the
integration of partial specifications of the three scenarios of use case Manage User {AddUser
and Defete User}, respictively.
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Figurc A.3.J; stateDd for AddUser Figure A.3.4: stateD for DefeteUser

A4, Generaling graph of transitions and Masking non-interactive

traositions

Given the StateD of Terminal for the use cases ConnectToSystem {sec Figure A.3.1), the GT

generated shown in Figures A.4.1(a}.

B &

(k)
(u}

Fipure A.4.1; (8} Transition graph for the object
Terminal and the use case ConnectToSystem (GT).
{b) Transitivn graph after masking
non-interactive transitions (GT7).

Given the StaleD of Terminal for the use cases BrowseBook (see Figure A.3.2), the GT

generated shown in Figures A.4.2(a),
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Figure A.4.2; (a) Transitinn graph for the object
Terminal and 1he vse case BrowseBook (GT.
{b) Transition graph after masking
non-interactive transitions (GT).

Given the StateD of Termingf for the use cases ManageBoak (AddUser and DeleteUser) (sce

Figures A.3.3. A.3.4 respectively), the GT generated shown in Figures A.4.3(a).

Figure A.4.3: (a) Transition graph for the object
Terminal and the use case ManageUser (GT).
{b) Transition graph after masking
non-interactive transitions (G'T°).
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A5, ldentifying user interface blocks

In figure A.5.1, Rule 1 determines the beginning of 87 (T2¢ and Bule 5 the end of BF (73).
RBule 3 determine the UIB B2/T4). The UlBs £3 and B4 arc generated by applving Rule 3 or
Rule 6.

L

PN
RS

(b}

Figure A.5.1: Graph GB resulting from UlB
Identification on the graph GT* of
Figure A.4.1:(h)
In figure A.5.2, Rule | determines the beginning of B7 (72.1) and Rule 5 the end of Bf
(T2.3). Rule 3 determine the UNIB B2. The UlBs B3 and B4 are generated by applying Rule 3
or Rule 6.
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Figurc A.5.2: Graph GB resulting from UIB
identification on the graph GT* of
Figure A.4.2:(b)
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In figure A.5.3, Rule | determines the beginning of 87 ¢72.f) and Rule 5 the end of Bf
fF2.3). Rule 3 determine the UIB B2, The UIBs B3 and B4 are pencrated by applving Rule 3
or Rule 6.

Figure A.5.3: Graph GB resulting from UIB
identification on the graph GT of
Figure A.4.3:(h)

A.6. Composing user interface blocks

Applying the rules to the GB of Figures A.5.1, A.5.2 and A.5.3, results in the graph GB' of
UIB3s shown in Figures A.6.1, A.6.2 and A.6.3, respictively,
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Figure A.6.1 Figure A.6.2 Figure A.6.3

Figures A.6.1, A.6.2, A.6.3: Graph GB’ resulting from uscr interface block composition
on the graph GB of Figures A5.1, AS.2, A 5.3, respictively.
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Appendix B
Algorithms for User Interface Prototype Generation

B.1 The following algorithn details how to get nodeList, edgelisi, and iniiialNodeList of the

GT from a given StateD s4.

A retuzns the hist of tranmbons 10 S1ateD sd
oL i = ad Tranacion| st}

M edgel s computatiun
cdgel.asc = 2
Forench t & melel.ist

1= a4 Fromiaie{u)
I relumns the state From which
i 1he tranailion Lis origingting
L = ad Ik Transitions(s)
£ retuma the |1 of transilions that
I et the suE 3
For L& List edpeLixt addEdpeis. L)
IF cave wihete 3 14 a0 outiad chete of s
If 3 bype == wyhalSixe
=3 xupey S hate()
N rehoma the parent sale of 5
Lixt = sl mput Tramsiisees{s)
Fort e lm
edpelist addFdge{L L}
Linel 1£
M case whete 4 i1 3 composite skate
I [ and-sale, or-sale):
IF (3. type=—andState) or (5. ype==—or3iabe)
Ligt = 3 transitignsInaide()
Fretutia the |ist of trangidons inside
A e Cempoaite state s
Fet tee Ligt edgeList addFdge(tL)
End Il
Lnd For
MoniplNade] sl computation;
ke Mawdel gl = 3
L15=sd innialSiancs()
For esch 1 4 LIS
OT = g pactgan ] cansctions()
i retueng the Leet of transitions thad
K Ian oyl from x
imalModeList = mitwlModeLast L OT
End For



B.2 The iollowing pseudocode deuwils the Masking non-interactive transitions

operation (the update of inirial Node List is not shown):

Fot each1 € nodeList

Fad I'or

If twadgeti =" then

End I

npdeList debetggty
[Tl ~cd geLagt inpulla geil
i returtis Lhe: [ist ol voraiton &
{ it (L) = exdge ] it
CTLeedgela outpatbdge(l)
H retums the list of Ganmkwns L.
# with {tL) = edgeList
Foreacht e ITL
For exch e OTL.
edgelin addFazsiL Ly
echpeList defetrEdgeiy 1)
aedpelan deleicEdgeii e
Esd For
End For
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